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Quality of software strongly depends on the quality of the models that are used throughout the phases of a

development process. Therefore, ensuring model quality is an important aspect that makes a significant contribution

to product quality. Todetermine its contribution to product quality,model qualitymust be evaluated anddemonstrated

using suitable indicators. In this paper, the influence of a holistic systems development approach on model quality is

evaluated using a use case from the avionics domain. The model artifacts developed in Systems Modeling Language

(SysML) version 2 are evaluated in terms of internal, external, and notation quality. A total of 26 indicators are

considered to determinemodel quality.Whereas internal indicators are defined for individualmodel artifacts, external

indicators are defined over multiple model artifacts. Several of the indicators are positively influenced by the

expressiveness of the modeling language and the underlying mathematical semantics. Other indicators depend on the

methodological guidelines that control the development process. In summary, it can be stated that the application of the

presented development approach contributes to high model quality and thus high product quality.

I. Introduction

A. Models in Computer Science

T HE size [1,2] and the degree of complexity of software are

continuously increasing. These trends make it more and more

difficult for software development engineers to fully understand a

software systemwith the aforementioned properties in order to build,

update, or maintain it. To achieve the neededmanageability of a com-

plex software system (i.e., systems composed of numerous interact-

ing components, hierarchical layers, huge state-spaces, and large

input sets) adequatemechanisms (e.g., divide and conquer or suitable

modeling) are necessary. Modeling is one of the essential tasks of

computer science [3–5]: Real-world elements (e.g., messages) need

to be mapped to an adequate model for rendering it processable by a

computer. To this end, a model is expressed by a particular syntactic

representation (e.g., programming language). The representation

abstracts from the object under consideration to depict the properties

relevant for the intended purpose. Accordingly, the resulting models

can be characterized with the following properties [6]:
1) Image: Models are always related to an original that they

represent.
2) Abbreviation:Models generally do not capture all attributes of

the original they represent, but abstract from them as required for the
respective purpose or use case.
3)Pragmatism:Models are not uniquely assigned to their originals

per se, but fulfill a replacement function for certain subjects under
certain restrictions (purpose and boundary conditions of the model
construction). This means that models are subject to variability with
regard to the aspects mentioned in this bulleted list.

In addition to this differentiation, a distinction can be made

between descriptive and prescriptive models, each of which describe

their purpose:
1) A descriptive model describes an original for easier under-

standing of a fact (e.g., a city map).
2) A prescriptive model describes the way in which an original is

going to be created (e.g., a development plan).
In practice, the graphical representation of models is given a sig-

nificant value, although it can be regarded as syntactic shorthand in

models (i.e., syntactic sugar) only, because the corresponding semantics

is ideally given by the underlying mathematical foundation and the

visualization is only another form of representation of the same proper-

ties. Nevertheless, the importance of graphical representation is under-

pinned by the broad acceptance of semiformal modeling languages

such as Unified Modeling Language (UML) for software [7] or Sys-

temsModeling Language (SysML) for system development in both the

academic and industrial domains. Software development in safety-

critical domains is guidedby standards such asED-12C [8]. The current

version SysML v2¶ [9] is in the beta phase. In addition to the expansion

and updating of the graphical syntax, the main new features compared

to the previous version are a textual representation and more precise

semantics.

A model is the most important artifact of model-driven develop-

ment, so its quality is crucial to the success of a project [10]. For

this reason, quality assurance guidelines such as the IEC 61508 [11]

standard rightly propose an adequate quality of models in the devel-

opment process. In particular, quality requirements for models also

include requirements for the modeling notation in use.

B. Contribution of the Paper

The objective of this paper is to evaluate whether a model-driven

approach can increase model quality in the avionics domain. Model-

driven development is an indispensable means of mastering the

increasing complexity of software. Because product quality is deter-

mined by the quality of themodels, guidancemust be provided on how

this quality can be achieved. In this way, model-driven development

can generate positive effects on product quality. Furthermore, because

somesystemproperties cannot be fully verifiedby tests and canonly be
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verified by using formal methods, the model-driven approach should
also cover the integration of formalmethods.Amodel-driven approach
is defined as the (Modeling-Language, Methodology, Tool).

C. Structure of the Paper

Suitable model-quality attributes are determined from literature and
presented in Sec. II. Our presented approach and its related work will
be detailed in Sec. III. It provides the necessary semantic foundation,
offers a tool, includes a developmentmethodology tomitigate the risks
of formal verification, and increases the success rate of such a verifi-
cation. Our conducted study is presented in Sec. IV. The results in
Sec.V show the extent towhich the identifiedmodel-quality properties
can be addressed. It is examinedwhether a model-driven development
approachcangenerateapositive influenceonmodelquality.SectionVI
then discusses the findings and particularly focuses on indicators not
found to be improved or even found to be diminished. The results are
summarized and an outlook for future work is provided in Sec. VII.

II. Model Quality Attributes

In Table 1, quality characteristics for models are summarized
and explained according to the taxonomy of Fieber/Huhn/Rumpe
[10]. In a European industry collaboration [12], this taxonomy has
already been used to define a process that ensures the quality of
software models. This combines various metrics, unusual constructs
in a model that indicate potential problems, inefficiencies, or issues
with its design, structure, or usage (i.e., smells), and refactorings. Even
tool support is taken into account. In [13], this approach is pursued
further and, among other things, a tool environment for automated
analysis is provided. In contrast to this automated approach, the
authors of [14] take the path of manual reviews, but continue to refer
to the taxonomy and approaches of the previous work. Ref. [15] also
takes up the taxonomy and uses it to adequately create models for
road safety. As an extension of [16], this taxonomy therefore forms
the basis for the evaluation (see Sec. V) of the approach for model-
driven development and formal verification presented in Sec. III. The
quality attributes described in Table 1 can be applied to any model-
driven development approach, for example, the approach introduced
inSec. III. The quality attributes are a compilation and extension from
[10]. All quality attributes presented in [10] were included in Table 1.
Most quality attributes are separated into model-quality properties

that can be defined individually for eachmodel (intramodel properties)
and cross-model-quality properties concerning multiple models (inter-
model properties). Intermodel properties are further refined intomodel-
quality properties applying to models of only one granularity level
(horizontal), or to models over multiple granularity levels (vertical).
Granularity levels are created in the iterative system development
process as soon as the system is described at a different (e.g., deeper)
level of abstraction.Granularity levels of the systemmodeled later have
less underspecification or are further decomposed. Recurring model-
quality properties, for example, consistency, can be relevant for an
intramodel scope as well as for an intermodel scope. Whereas intra-
model consistencymight be checked by ensuring type-correct usage of
variables, intermodel consistency, for example, that the interface of two
relatedmodelsmatch, is a different kind of consistency. Such recurring
quality properties in Table 1 are evaluated separately.

III. Model-Driven Approach

The model-driven approach evaluated in this paper is the triple
(MontiBelleML, MontiBelle, F-IDE [Formal Integrated Develop-
ment Environment]). ThemethodologyMontiBelle is a development
process derived from SPES [19–21]. This provides a framework for
model-driven and formal verification. Its basis is formed by FOCUS

[22,23] as a semantic foundation for the interpretation of system
models. It also includes an automated tool F-IDE using MontiBel-
leML (subset of textual SysML v2¶ models) as an input.

A. Semantic Foundation

In the formal specification language FOCUS, distributed and interac-
tive systems consist of components that exchange messages with each

other via directed channels. The semantics of a component is defined as
a set of stream-processing functions, where each function of the set
represents a potential behavior of the component. The refinement of the
behavior is represented by the subset relation (⊆). Concurrency or
parallelism of the system is covered by a composition operator (⊗)
that connects channels. The most important reason for using FOCUS as
the basis for MontiBelle is the property that the refinement is fully
compositional [23,24]. Thismeans that after decomposing a system, its
components canbe refined separatelyand then reassembled.Bydesign,
the composite system is a correct refinement of the system before the
refinement of its subsystems. This feature significantly reduces the
testing and integration effort. Figure 1 shows a FOCUS architecture of the
alternatingbit communicationprotocol.Messages of theData type are
transmitted from the sender input i to the receiver output o. Internally,
ds and dr messages are tuples ofData andBit. The receiver returns an
acknowledgement bit ar and as over aMedium to the sender. Refine-
ment of a subcomponent, for example, the Medium component, auto-
matically leads to the refinement of the whole system.

B. Methodology

The methodology MontiBelle is a development process derived
from SPES [19–21] and SpesML** that can be used in the context of
the EUROCAE ED-216 [25] standard, which forms the basis for the
use of formal verification in the development of software sys-
tems for avionics. The methodology aims at providing users with
the necessary guidelines to apply formal verification intuitively and
successfully in systems development. The MontiBelle methodology
uses model-driven concepts to enable abstraction, where possible. At
the same time, formal specification techniques enable fine-grained
control over system specifications, where required.
The MontiBelle methodology covers the early phases of develop-

ment and thus generates the positive effects of front-loading [26]. As
such, it provides a means of ensuring conformity, consistency, verifi-
ability, and traceability between system requirements (SRs), high-
level requirements (HLRs), software architecture design [27], and
low-level requirements (LLRs). First of all, informal SRs are typi-
cally formally specified in a declarative way during development
via communication histories in the form of HLRs. For this purpose,
the developer specifies input–output relations in the assumption-
guarantee style.††According toEUROCAEED-216, the further design
of a system is divided into two activities: Deriving an architecture a
nd developing the LLRs. The MontiBelle methodology proposes to
decompose the HLRs into more detailed and specialized architectures
until they are fine-grained enough for developing the software.
During such decompositions of declarative specifications into other

declarative specifications or architectures [27], refinement proofs to
the previous granularity level must be performed to demonstrate that
the refinement is correct. The compositionality of the refinement
in FOCUS enables the correctness of their composition to be derived
automatically from the correctness of individual components.
Finally, architecture and LLRs are combined into a system design.

This step is carried out by refining the most granular HLR layer into a
structurally identical LLR architecture. The correctness of this refine-
ment must be proven. Thanks to the compositionality of FOCUS, how-
ever, this correctness already follows from the individual proofs of the
refined components. These proofs are fully automated in the tool.
In summary,we present amethodology levering generativemodel-

based formal verification. It covers the early development phases and
provides means to guarantee the compliance, consistency, verifiabil-
ity, and traceability among SRs, HLRs, and the design of a software
architecture, as well as LLRs, as shown in Fig. 2.

C. Tool

The proposed tool F-IDE is represented in Fig. 3. Models of a
SysML v2 profile calledMontiBelleML describe systems at different
levels of abstraction. Between the different levels of abstraction,

**SpesML Project Site https://spesml.github.io.
††Aspecification style that guarantees certain properties (guarantee) as long

as the associated preconditions (assumptions) are met.
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Table 1 Quality properties for models ([10], pp. 416-420), extended with vertical quality attributes, verifiability and transformability, and a brief
explanation thereof

Intra-model-quality properties

Representation Presentation measures how easily information can be grasped cognitively. Better presentation implies better understanding.
An aesthetic and structured presentation makes it easier to grasp a model’s information.

Precision Precisionmeasures the extent towhich all relevant properties of themodeled system are represented. Precision thus addresses
the reduction or condensation of information as a result of the modeling.

Universality Universality measures the extent to which the models focus on defining the relevant details. Low universality could result
from an unnecessary focus on platform-specific details in early development phases and lead to complex hardware solutions
later on.

Simplicity Simplicitymeasures the extent towhich an issue is not presented in amore complexway than is actually necessary. Simplicity
can be increased without any loss of information, e.g., by using reformulation, restructuring, or abstraction.

Semantic adequacy Semantic adequacy expresses the suitability of a model that appropriately represents the desired information. Entity–
relationship models, for example, are well suited to representing entities and their relationships. However, they are less
suitable for modeling the behavior of software components.

Consistency Consistency measures the degree of absence of errors within a single model element. Typical (internal) consistency checks
include the declaration of variables before their type-correct assignment.

Conceptual integrity
or uniformity

Conceptual integrity or uniformity aims at providing similar solutions to similar problems. This quality indicator measures
the degree of similarity ofmodeled solutionswithin a singlemodel element.Conceptual integrity can be achievedby applying
repeatable rules, patterns, and principles.

Conformity Conformity measures the degree to which standards and norms are applied to models. Conceptual integrity can thus be a
consequence of conformity, provided that the standards and norms set relatively narrow limits. Typically, project-specific
guidelines are required to achieve conceptual integrity based on conformity.

Language-specific, semantic
quality indicators

Language-specific, semantic quality indicators are specific for the respective modeling language. Examples are the
completeness of state transition diagrams or the liveness in Petri nets [17].

Horizontal intermodel-quality properties
Consistency, conceptual integrity,
language-specific, semantic
quality indicators

Consistency, conceptual integrity, language-specific, semanticquality indicators are also relevant across models. In addition,
the definition and visibility of interfaces are examined here, as well as the management and correct cross-model use of
interface elements.

Downward completeness Downward completeness of models is achieved if they contain all the information required to create the model artifacts of the
next development phase in the model chain.

Cohesion Cohesion expresses the extent to which content-related or technically related parts and facts are represented in closely linked
model artifacts.

Modularity Modularity specifies the extent to which model parts only represent individual aspects. Modularity increases the reuse of
model artifacts.

Freedom from redundancy Redundancy can produce a lot of extrawork in an iterative development process. Even if developmentwith complete freedom
from redundancy is neither possible nor desired (see controlled redundancy), redundancy between models should still be
minimized.

Controlled redundancy Controlled redundancy allows targeted redundancy, e.g., for modeling different views of system parts or facts [18].

Vertical intermodel-quality properties

Correctness Correctness defines the degree towhich amodel correctly implements the requirements of earlier artifacts in themodel chain.
This could include that the requirements of earlier development phases are correctly developed against an implementation.

Downward completeness Downward completeness expresses the extent to which all modeled requirements of a coarser element in the model chain are
refined in the current element of the model chain.

Upward completeness Upward completeness measures the extent to which the requirements of a previous development phase have been fully met.
Upward completeness is closely linked to correctness (as a requirement has a significant influence on operational safety),
because only correct derivations result in completeness. However, correctness does not induce completeness. For this
purpose, requirements of an upstream development stage are considered, which are to be developed into a large number of
newmodels.Correctness can bemeasured individually for each newmodel.However, completeness requires considerationof
the entire model set.

Traceability Traceability measures the ability to track information usage from a model, enabling creation of a new model or parts in a
subsequent development phase.

Modifiability Modifiability measures the ability to maintain, extend, or reuse models or model elements (for correction or further
development).

Freedom from vertical
redundancy

Freedom from vertical redundancy determines the extent in models to which redundancies between successively developed
model artifacts are minimized.

Controlled redundancy Controlled redundancy is defined as targeted or advantageous redundancy, e.g., tomodel differently granular views of system
parts or facts. It allows the semantic consistency of requirements between elements of the model chain of successively
developed model artifacts to be checked.

Quality requirements for modeling notation
Degree of formalization Degree of formalization measures the use of formal description, whereby the rules of a formal language are adhered to. An

increased level of formalization increases the ability to analyze, simulate, or generate artifacts from models. Later
development phases generally require a higher degree of formalization.

Adequacy for the application
domain

Adequacy for the application domain measures the extent to which a particular modeling notation can be used in modeling
typical domain concepts. Models should generally be clear and compact while retaining the ability to model even complex,
domain-specific concepts. Inadequate notations typically lead to unnecessarily complexmodels, or even concepts that cannot
be modeled at all.

Further model-quality attributes
Verifiability Verifiability determines the degree by which modeled properties can be verified in relation to their correctness. Verifiability

requires a certain degree of formalization, because models and their properties require defined semantics for carrying out the
verification. A special case of verification is testing, which requires an executable model.

Transformability Transformability measures the extent to which models can be typically, but not necessarily, processed and transformed by a
machine. Transformations can be used to derive simulations or a (formal) analysis.
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modeled refinement relationships specify the properties to be
checked. A generator translates these models and refinement rela-
tionships into the syntax of a theorem prover (Isabelle [28]). Theorem
provers such as Isabelle enable the machine-supported and auto-
mated search for proofs. In particular, the presented approach uses
the generated theories together with the general theories (FOCUS
encodings) to perform the formal verification of the refinement
relations. The verification can be carried out autonomously with
the help of automation scripts. The results are machine-verifiable
proofs of correctness or, in the case of errors, comprehensible coun-
terexamples.

D. Related Work

Bansiya andDavis [29] developed an approach for the quantitative
evaluation of the design properties of object-oriented designs. They
calculate high-level quality attributes from the corresponding met-
rics. However, the approach only applies to object-oriented systems,
whereas model-driven development is the more general approach
targeted by this paper.
Themodel-driven approachwas applied to use cases fromdomains

such as the automotive and aerospace industries. Advantages for
the practitioners include significant reduction in testing and review
effort. In [30], a synchronous time model was used and evaluated
using a case study from the automotive industry. The synchronous
time model is known to be better suited for the specification of
hardware systems. The Isabelle implementation of FOCUS was con-
nected to a frontend of the domain-specific language MontiArc [31].
MontiArc and a synchronous timemodelwere used again in [24] to

formally prove the properties of a pilot flying system from a NASA
case study [32]. A nondeterministic, underspecified variant of the
same case study was gradually refined in [33] and the refinement was
verified for correctness. MontiArc and a synchronous time model
were used.
In [34], the industry-standard language SysML v2 was used as

the frontend, again in combination with a synchronous time model.
Later, an event-driven time model was introduced in [35], which is
better suited for modeling software systems. The “pilot flying sys-
tem” was again modeled in this context using SysML v2. A data
link case study from the avionics domain was verified in [36] using
the event-driven time model. An in-depth view for the data link case
study is given in [37]. Additionally, the data link case study was
modeled in MontiArc in [38] and the basics of the event-driven time
model were explained in more detail in FOCUS. An extension of
the model-based approach with an artificial intelligence for creating
trustworthy system models was researched in [39].
Similar approaches that use synchronous data-flow modeling

languages such as Lustre [40] have been developed for the specifi-
cation of reactive systems. However, their synchronous timemodel is
more suitable for describing hardware systems. There are also other
prominent approaches for modeling distributed systems, for exam-
ple, the Palladio Component Model [41], AutoFocus [42], Mecha-
tronicUML [43], or the Ptolemy Project [44]. Whereas Ptolemy
deals with the design and simulation of deterministic and continuous
systems, our model-driven approach focuses on discrete and under-
specified systems and themathematical verification of correct behav-
ior. Palladio also uses simulation to analyze distributed systems in
terms of performance and timing properties. AutoFocus concentrates
on discrete systems, but in contrast to the approach presented here,
it only supports a time-slice-driven specification of systems, whereas
MontiBelleML also enables event-driven modeling. Similar to the
approach presented here, MechatronicUML can be used to model
distributed systems using different diagrams and system views in an
iterative development process. Formal verification is also possible by
connecting model checkers and simulations. An integration of theo-
rem provers does not yet exist in MechatronicUML.

IV. Avionics Case Study

In this case study, awireless avionics data link [36,38] is developed
using the presented model-driven approach. The Data Link Uplink
Feed (DLUF) system is used to transmit prioritized data packets via a

Fig. 1 FOCUS architecture of the alternatingbit communication protocol.

Fig. 2 Systematic design of the MontiBelle methodology (adapted from
EUROCAE ED-216).

MontiBelleML

Generator

System 
encodings
System 

encodings
System 

encodings
System 

encodings

Proof 
obligations

Theorem 
proverAutomation

System 
models Relations

Formal Proof Counter Example

adheres to

Fig. 3 Overview of the tool.
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connection, for example, between an unmanned aerial vehicle and a
ground station. This system is representative of software systems in

the avionics domain and is used in this paper to evaluate the model
quality resulting from the application of the approach. The developed
system shall fulfill the provided SRs. For a liveness SR, instead
of only demonstrating the correct functionality based on tests, a
formal proof is provided as an example. This shows that the required
property is valid for the entire system across all scenarios. Com-

plete coverage by tests is not possible here, as this property is
formulated over an infinite time period. Furthermore, the property
cannot be adequately covered by verifying the individual system
parts, but requires the verification of the system property across the
entire system, that is, by integrating all system artifacts.
Along the MontiBelle methodology, the liveness property is

encoded in a descriptive model using the textual notation of SysML

v2. The specification is created in a part definition in SysML notation
and is represented in Fig. 4.
The keywords part def define such a part definition in the

first line. The interface of the system is modeled in Lines 2 and 3
via ports. The keyword port defines ports, followed by any name,
here input or output, which transmits elements of a packet data
type. The direction of the port is controlled via so-called conjugations
(∼). Cardinalities in square brackets, here 4, allow ports to be dupli-

catedwithout considerable effort. TheHLR is formulated descriptively
fromLine 5 in arequirement block. This comprises three assump-
tions, formulated with the keyword assumes, and a resulting guar-
antee, modeled with the keyword requires. The assumptions and
guarantees are formulated using textual expressions that are strongly

based on well-known mathematical expressions. The concrete inter-
pretations correspond to the stream expressions from [23]. The speci-
fication is also parameterized using the constants MAX_CAP to cover
various capacity limits.
Starting from theHLR, fine-grained specificationswere developed

using decomposition. All the resulting subsystems are also described
using descriptivemodels similar to those in Fig. 4. This methodology
of developing HLRs from SRs is compliant with EUROCAE ED-

216. The modeling of traceability is enabled by using the keyword
refines. This is a derivative of the general specialization relation of
SysML (specialization). As soon as a sufficiently granular decom-
position level is reached, the prescriptive (LLR) models are then
defined for each undecomposed (atomic) component. The traceabil-

ity between prescriptive and descriptive models is also indicated via

the relation refines. In the case study, the system modeled with the

LLRs consists of eight atomic components, four buffer components,

and four capacity gates.

A graphical representation of the LLR buffer components in

SysML v2 is depicted in Fig. 5. An automaton is specified with

the keyword state followed by any name. This is followed,

separated by a horizontal line, by the definition of an attribute b,
which corresponds to the type List<Packet>, that is, a list of

packages. The keyword entry allows the definition of an initial

action. Specifically, the internal list b is initialized with the empty

list. This is followed by a diagram that describes the other states and

transitions. The only state S is also the start state, marked by an

incoming transition without an initial state (black dot). Transitions

are represented by arrows from the initial state to the target state.

Transitions consist of a trigger, a guard (represented in square

brackets), and, separated by a slash, an action. The buffer automaton

is triggered by a message event on a channel, recognizable by the

channel name as a stimulus, or time progression, represented by the

stimulusTick. The guards allow the transitions to be activated only

conditionally. The guards are textual, Boolean expressions, com-

parable to those from Fig. 4. Finally, the reactions allow the assign-

ment of new values to internal attributes using the keyword

assign or the sending of messages using expressions of the type

send-to. Similarly, a capacity gate in Fig. 6 is represented as an

automaton.

Capacity gates have the two internal states Send and Block. The

current state shows whether there is still enough capacity to send

messages in the current time slice. This depends on the capacity

attribute cap, which describes the current limit value. If this is

exceeded by the size of an incoming packet, packets are blocked

until the end of the current time slice. In such a case, the control

message Nack informs the buffer component about the blocking. At

the end of a time slice, the capacity is reset to the original value and

messages can continue to be transmitted.

All prescriptive models are assembled into an LLR system by

means of composition. There are a total of four scheduler subsystems,

each consisting of a buffer and a capacity gate. By using parameter-

ization of the maximum capacity as a variable MAX_CAP, the speci-
fication of the capacity gate can be reused. The scheduler subsystems

are also modeled using parameterization. A graphical representation

of the scheduler subsystem is depicted in Fig. 7. The keyword part
defmodels a part definition in analogy to Fig. 4. This part definition

is composed of two subsystems or parts whose ports are connected
using connectors (arrows). For example, the output port o of the

buffer is connected to the inputi of the capacity gate. Themethodical

decomposition and refinement of the models lead to a tree structure

that represents both the development path and the verification arti-

facts (proof obligations). As part of the case study, all these proof

obligations were met in an automated way. Figure 8 visualizes the

refinement relations.

Fig. 4 Listing 1 descriptive liveness HLR, which is formally modeled in
the textual notation of SysML v2.

«state»
Buffer_LLR

attributes
b: List<Packet>

entry assign [ ] to b

«state»
S

trigger [guard] /action

Fig. 5 Graphical representation of the prescriptive buffer model in
SysML v2.
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A complete traceability overview for the DLUF case study, its

models, and its refinement relations is given in Fig. 8. The models

are grouped into four granularity levels: HLR1, HLR2, HLR3, and

LLR. The models of the first level (HLR1) are directly derived and

traced to the SR of the case study. The decomposition of the DLUF

system into subcomponents is depicted using the dotted arrow

and refined by a continuous arrow, for example, the DLUF_HLR2

model composes 3 Schedluer_HLR2 models together and refines

DLUF_HLR1.

V. Evaluation

In the following sections, the presented model-driven approach is
evaluated from the perspective of the quality properties for models
described in Sec. II (see Table 1). This determines towhich degree the

approach is supportive to which properties.

A. Internal Quality

1. Representation

The MontiBelle methodology provides a decomposition and an

abstraction concept. Utilizing these concepts, models are less over-
loaded, as the models focus on parts of the system and can achieve a
high degree of abstraction. This is shown in the Scheduler specifi-
cation in Fig. 7. The approach also indirectly increases cognitive
perceptiveness by suggesting a modeling language that is widely
used in the industry, namely SysML v2, instead of relying on pro-
prietary languages. In particular, the textual syntax of SysML v2

allows for adequate structuring through arbitrary formatting. A
graphical representation is also provided.

2. Precision

MontiBelleML’s stream expressions [36] for requirement speci-
fication, together with the decomposition of the system into sub-
systems and aspects, allow for a concise formulation of properties.
In Fig. 4, for example, the first HLR (liveliness) is described in
a few lines in an abstract, yet semantically precise manner. Apart
from the signature, no other model elements are required to describe
the system and its requirements. For implementation-related speci-

fications, MontiBelleML relies on an event-driven, state-oriented
specification technique. This is particularly suitable for software-
intensive, time-critical systems [45,46]. Due to the decomposition,
these specifications are still clear, as the graphical representation of
the bufferLLR in Fig. 5 shows. At the same time, themodel is precise
enough to be able to derive an implementation.

3. Universality

MontiBelle allowspurely history-oriented specification [38] inearly
development phases. Apart from the signature of the system and the

expected inputs andoutputs or their relations, no assumptions aremade
about the implementation of the system. Every implementation that

«state»
Capacity_LLR

attributes
cap: nat
 

entry assign MAX_CAP to cap

«state»
Block

«state»
Send

trigger [guard] /action

Fig. 6 Graphical representation of the prescriptive capacity gates in
SysML v2.

Fig. 7 Graphical representation of a scheduler subsystemconsistingof a
buffer and a capacity gate in SysML v2.

Fig. 8 Hierarchical decomposition of the case study and traceability of the refinement relations.
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adheres to this input and output contract is compliant with the system

requirements and the system models. This ensures that no platform
dependencies are introduced. Even in the later development phases,

MontiBelle relies on abstract (platform-independent) state machines.
In the case study, for example, a Buffer andCapacity component were

modeled. The graphical representation of the two specifications is
depicted in Figs. 5 and 6, respectively. Although platform-dependent

code can already be automatically derived from these, suitable gen-
erators can support any platform that calculates new outputs based on

inputs and the current system state.
Furthermore, MontiBelleML offers the option of leaving models

underspecified. This means that several, potentially infinite, valid

realizations can exist that fulfill the history or state-oriented contract.
The evaluated model-driven approach therefore also supports vari-

ability and product line creation and management.

4. Simplicity

MontiBelle suggests simplicity-increasing development of models.
It proposes the semantic preservation of a simpler model to be formally

verified against a more complex model, thus enabling correct reformu-
lations. These can also represent refinements or abstractions, as Mon-

tiBelle is capable of underspecification. One example is the refinement
and decomposition of the scheduler component into a simpler buffer

and capacity component. This decomposition is depicted in Fig. 7.
In addition, MontiBelle is essentially syntax-agnostic [34,38]. If a

domain requires certain assumptions or special forms of representa-

tion for complex issues, MontiBelle allows one to achieve greater
simplicity through domain-specific adaptations or by switching the

modeling language (e.g., by providing a special security keyword to
encrypt the transmission or introducing a timing keyword to limit the

time delay).

5. Semantical Adequacy

MontiBelle is semantically adequate for modern software sys-
tems. Thanks to its meaningful formal verification, MontiBelle is

suitable for safety-critical applications and time-critical systems.
Software systems exchange data over a potentially long period

of time. Time-critical systems require modeling and analysis of
time.MontiBelle uses timed communication histories and an event-

based processing method that is particularly adapted to software-
intensive, time-critical systems (see the explanations on precision in

this paper in Sec. V.A, [45,46]).

6. Consistency

Our F-IDE usesMontiCore [47] to process themodels and analyze
their internal consistency. MontiCore offers the possibility to check

models for syntax correctness and supports the development of
further analyses. These analyses include, for example, checks for

compliance with conventions when naming elements, but also type
checks of the (stream) expressions used or existence checks of

all states used in transitions. The DLUF models are checked using
MontiCore for type-correct use of the interfaces, both when compos-

ing distributed systems and when referencing interfaces within a
component for behavior specification.

7. Conceptual Integrity/Uniformity

MontiBelleML provides internal conceptual integrity/uniformity

through the use of a domain-specific profile for the system modeling
language SysML. The profile restricts the use of model elements to

those that have a semantic basis in FOCUS. For this purpose, Monti-
BelleML currently uses history-oriented, descriptive models as in

Fig. 4, and state- and event-oriented, prescriptive models as in Fig. 5.
However, it is not sufficient to consider only the internal conceptual

integrity/uniformity. If the subsystems and views of these systems
are considered across a complete granularity level, it is all the more

important to achieve this quality feature. The use of the profile is

therefore again relevant in Sec. V.B. Nevertheless, the use of the
profile already lays the foundation for achieving horizontal concep-

tual integrity.

8. Conformity

MontiBelle demands compliance with the concepts from Sec. III.
Thus, models always consist of the signature of the (sub)system and
its behavior, be it descriptive or prescriptive in nature. However,
its particular strength lies in the refinement relationship between
models and the verifiability of these models. For example, Monti-
Belle achieves the conformity of the models, which is to be achieved
according to EUROCAE ED-216, through external, that is, cross-
model, features (see Sec. V.B).

9. Language-Specific, Semantic Quality Requirements

This is the core competence of MontiBelle. Employing a suitable
semantic foundation and mapping the models into a theorem prover,
the approach achieves the semantic analyzability of the models. This
includes the abstract, history-oriented specification style and under-
specification.
As already explained in Sec. III, MontiBelle allows for the

refinement between system specifications to be verified. Through
decomposition and the use of FOCUS, even complex systems can be
developed and verified in this way. This verification of the overall
requirements increases the quality of the models. This is discussed
further in Sec. V.B.

B. External Quality (Horizontal Relationships)

1. Consistency, Conceptual Integrity, Language-Specific, and

Semantic Quality Requirements

Some of the aforementioned internal quality attributes can often
only be considered from a cross-model perspective. The modeling
language developed in MontiCore allows users to describe refine-
ment model dependencies. In DLUF, the necessary refinement rela-
tions were added to traceability and their correctness was proven,
as Fig. 8 shows. The model interfaces, that is, the interfaces of the
modeled subsystems, are well defined and are checked for com-
patibility with each other. Verified systems therefore have correct,
syntactic model relationships, and interfaces of referenced models
must be used correctly. MontiBelle promotes external horizontal
conformity and conceptual integrity through the FOCUS foundation.
The consistency of atomic subcomponents has already been ensured
in the context of inner conformity (see Sec. V.A). The model con-
sistency of an entire granularity level follows directly from the con-
sistency of the subcomponents and can therefore be checked
automatically.

2. Downward Completeness

With the MontiBelle methodology, a granularity level is down-
ward complete, as soon as themodels of the system at this level fulfill
all the required properties of the levels above. There are no further
requirements, as the approach enables underspecification, that is, any
number of details can be omitted to avoid unnecessarily restricting
the solution space. For the coarsest model of a system, downward
completeness is given according to the MontiBelle methodology, if
the correct implementation of the informal requirements has been
validated. This is outside the scope of the approach. At subsequent
granularity levels, downward completeness is given, as soon as the
refinement relation to the previous level is shown. The next granu-
larity level in the model chain can then be developed, that is, finer
granular specifications are modeled. For DLUF, the correctness of
refinement relations was formally proven across four levels of granu-
larity, as Fig. 8 shows. Due to the underlying mathematical theory
FOCUS, the refinement check is also closely related to the upward
completeness (see Sec. V.C). To summarize, the approach requires
downward completeness as part of its methodology and provides a
mechanism to measure this completeness for models.

3. Cohesion

The (de)composition promotes both the cohesion and the modu-
larity of the models. According to the MontiBelle methodology,
closely related aspects of the system are treated as individual and
focused subsystems, as this is advantageous for successful verifi-
cation. In the DLUF models, for example, this is the case in the
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scheduler elements. There is a strong cohesion between the buffer
model (see Fig. 5) and the capacity model (see Fig. 6), as together
they specify the scheduler (see Fig. 7). Othermodels do not need to be
considered to understand the scheduler. By methodically applying
the language options according to the Montibelle methodology,
cohesive parts of the DLUF system are also modeled cohesively.

4. Modularization

(De)composition (see Figs. 5–7) may be even more important
for the modularity of the models than for cohesion. The decomposi-
tion of a system into several subcomponents creates more and more
modularity, as only individual aspects are dealt with in the models of
the subcomponents. These subcomponents are then modular enough
to be further developed vertically and independently of each other
through refinement and without leading to integration problems at
the same or higher granularity levels. The reason for this is that,
according to FOCUS, the refinement of a subsystem leads directly to the
refinement of the overall system. For example, in DLUF, the HLR
model of the buffer can be further developed into the LLR model of
the buffer without having any influence on the scheduler component
or the entire DLUF system.

5. Freedom from Redundancy

A horizontal granularity level of the system models modeled in
MontiBelleML leads to redundancy-free models by importing and
reusing componentmodels. The scheduler composition in Fig. 7 does
not define any buffer or capacity interfaces nor any behavior. Instead,
onlymodel artifacts are referenced for the composition. Furthermore,
MontiBelleML eliminates additional redundancies by allowing for
parametric models. A single-capacity model is sufficient to map the
four different scheduler components of DLUF [36]. This also further
reduces the scope of the necessary verification. However, completely
redundancy-free modeling is not possible. For example, a model
name is used when referring to other model artifacts. If this model
name is changed, the references to thismodelmust also be changed.‡‡

This means that model names are redundant in several models.
Additional tools that track references via model artifacts alleviate
this problem.

6. Controlled Redundancy

Model redundancies in the referencing of models enable the static
verification of the type and structure correctness of compositions,
as the interface types cannot be compared without references to
corresponding models. The verification coverage is given, because
the approach formally verifies the correctness of a granularity level.
Splitting the system into individual models creates associated con-
trolled redundancy and allows these models to be developed inde-
pendently of each other by different developers. In DLUF, different
development engineers could specify and refine the capacity or buffer
component models.

C. External Quality (Vertical Relationships)

1. Correctness

For correctness, the requirements of the previous level must
have been implemented correctly in the subsequent level. Monti-
Belle enables the modeling and verification of correctness through
the refinement relation and the FOCUS theory. For example, the case
study demonstrates that the architecture and the LLRs represent a
correct subsequent model level for the previous HLR level. At first,
all system specifications of all granularity levels and all refinement
relations between them were automatically translated into the syn-
tax of a theorem prover. Then, all proof obligations are fulfilled
using automatic solvers and checked automatically [36]. In sum-
mary, this proves that the architecture and LLRs are correct in regard
to the top-level HLRs. The approach not only verifies this quality

property, but also supports the development of correct models. Coun-
terexamples for refinement relations can be found and extracted as test
cases, which eases fixing incorrectness in an informed way.

2. Upward Completeness

Orthogonal to correctness, this property requires that all require-
ments from the previous granularity level have been fulfilled. The
argumentation therefore largely follows that of the preceding para-
graph on correctness, and the necessary global verification of requi-
rements overarching model levels is reduced to many small, local
refinement proofs by the compositionality of the refinement of the
FOCUS theory. The global proof obligations are represented in Fig. 8 by
chains of refinement relations. This reduces the complexity of finding
proofs, encourages reusability, and can increase the productivity of
development engineers through parallelization.

3. Traceability

MontiBelle ensures traceability through refinement relation-
ships. Refinement relations can be checked continuously and thus
improve traceability compared to unchecked relations. Continuous
checking of refinement relations is possible on a local computer, for
example, in an environment similar to an IDE. It is also possible
to verify the refinement relations in batch mode, for example,
in GitLab©CI/CD or Github©Actions. This is particularly relevant
when several subsystems are integrated into an overall architecture.
Changing a requirement immediately leads to updated obligations to
provide new evidence. These proof obligations are automatically
encoded in a theoremprover via a codegenerator. The proof obligations
can be checked automatically through the automation of proof seekers
and tactics [48].
Because traceability is a key indicator for upward completeness, the

same rationale, which MontiBelle uses to increase upward complete-
ness, applies here. In particular, the compositionality of refinements
allows one to automatically infer from the complete refinement of
individual subsystems to the refinement of entire systems, as illustrated
in Fig. 8. Simply put, this increases the value and significance of these
individual refinement relationships. Thus, by promoting the methodi-
cal use of refinement relations, theMontiBelle methodology increases
traceability.

4. Modifiability

Three aspects of modifiability can be differentiated: 1) maintain-
ability, 2) extensibility, and 3) reusability [10]. Each of these aspects
is explained individually in the following paragraphs and related to
the presented model-driven approach.
The approach improves maintainability by ensuring the correct-

ness of changes to requirements resulting from maintenance work.
By using MontiBelle, the semantics of the original specification
can be compared to the modified specification. It can thus be
formally verified that the maintenance work had the intended effect
on the system specification. In addition, relationships to other sys-
tem specifications (e.g., refinement to hardware-specific require-
ments) can be continuously verified. It is important to note that the
approach can verify underspecified system specifications, making
even early and relatively vague system specifications testable. The
verification results can be used to guide the maintenancework. This
enables semantically oriented maintenance with formally validated
results.
Extensibility is improved by analogous reasoning. With the pre-

sented model-driven approach, extended system specifications can
be semantically checked for old and new requirements or compared
to the original system specification. The use of underspecification
in early development phases enables the model-driven approach to
provide proof of correctness or to automate the delivery of counter-
examples. For example, let us assume that a system specification
was developed from safety requirements. Let us also assume that the
system specification is extended in such a way that resources are
saved, for example, subsystems could be merged to deliver multiple
functions and thus safe costs, or communication channels could
be reduced to safe physical connections. Such optimizations may

‡‡Name changes can be handled automatically by renaming all references.
MontiCore [47] provides a symbol infrastructure for this purpose, which
makes it possible to track named references across all model artifacts.
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be unsafe, as combining multiple systems could lead to unwanted

behavior or the cable paths could reduce fault tolerance. For safe

systems, the approach can provide assurances in the form of formal

safety proofs. If the extended system specification is not safe, F-IDE
can be used to check potential counterexamples. Utilizing under-

specification, system optimizations such as those described earlier

can thus be modeled and verified at early stages of development.
MontiBelle promotes the reusability of models by allowing for the

models to be categorized in a refinement hierarchy. More abstract
requirements can serve as a starting point for a tree of system speci-

fications developed from them. Each developed system specification

can be an independent subset of the specification. This enables the

creation (and maintenance; see the aforementioned in the second

paragraph of this section) of product families. The hierarchical tree

structure enables the reuse of verification artifacts. Suppose a specifi-
cation for a data transmission system in avionics has been developed

(and verified by the presented model-driven approach) from a set of

requirements. An overview of the potential development artifacts

is depicted in Fig. 9. The requirements specify a fixed maximum

tolerance for the transmission delay. The developed specification

must adhere to these tolerances, but is still underspecified in terms
of the exact delay. Let us assume that a high-end system has been

developed based on these specifications, which guarantees a delay

of nomore than 1ms. For a less critical application, a less expensive

systemwith a higher delay tolerance could now be developed, based

on the same specification. With MontiBelle, it is sufficient to show

the correct development of this less expensive system from the
intermediate specification, for example, the refinement relation

between them. This can reduce the overall costs for the certification

of product families.

5. Freedom from Redundancy

The case study DLUF includes an HLRmodel of a buffer [36] (more

abstract than the lower-level requirement) and an LLR model of the

buffer. These twomodels implement the behavior of a buffer in different

ways. Changing the behavior or interface of one of the models can
lead to the model that depends on it also having to be changed. The

MontiBelle methodology is therefore not free of redundancies. How-

ever, this problem is dealt with by the specification of the refinement

relationship. If redundant information is syntactically inconsistent, F-

IDE provides model analysis tools to identify these inconsistencies. If

inconsistencies are semantic in nature, the approach allows for auto-
mated verification. If this check is successful, the change is classified as

verified (seemodifiability). If it fails, the approach can be used to search

for counterexamples regarding the refinement relation. The redundancy

in the behavior description is desired and is therefore not a shortcoming

of the approach.

6. Controlled Redundancy

Controlled redundancies in the MontiBelle methodology offer
the possibility to specify the behavior both descriptively and pre-
scriptively [38]. Descriptive specifications, in the form of HLRs,
are represented by so-called history-oriented specifications. The
prescriptive specifications, in the form of LLRs, are represented as
state-based specifications by automata [49]. These redundancies
enable correctness and consistency checks between the specifica-
tions, which ultimately increase the correctness of the developed
system.Models can also be provided in a reader-specificway through
(de)composition. A requirements manager may need a more abstract
view of the system and therefore may consider a descriptive speci-
fication of a composed system, for example, theHLRmodel ofDLUF
in Fig. 4. A software developer for a subsystem, on the other hand,
is more interested in the prescriptive, state-based behavior of the
respective subsystem, for example, the LLR model of the buffer in
Fig. 5.

D. Quality Requirements for a Modeling Notation

Some model-quality indicators go beyond the measurement of
individual models and instead evaluate the modeling notation itself.
These are described next.

1. Degree of Formalization

The use of the approach increases the degree of formalization in
two ways. First, MontiBelleML requires a minimum level of for-
malization. The interfaces of the systems and subsystems and their
interconnections must therefore be specified. It is permitted to adapt
the interfaces and structures in further steps. However, a development
step is only complete when the structure of the system specification
has been defined at this level. Furthermore, behavioral specifications
cannot be described informally at will, but must be created in one of
three ways. These are the following: history oriented (abstract), state
oriented (implementation oriented), and decomposing (structural).
Second, beyond this minimum level, MontiBelleML allows arbi-

trarily underspecified behavior, which remains the same or is refined
with each development step. This increases the specificity, and the
solution space becomes smaller.

2. Adequacy for the Application Domain

MontiBelle is language agnostic, at least as far as the concrete
syntax is concerned. As shown in [34,35], an intermediate represen-
tation of the models is formed, which captures the semantic domain
of architectural description languages and behavioral specifications.
In the next step, this representation is mapped to FOCUS. A domain
with a corresponding domain-specific language (DSL) can therefore
be easily supported, provided that the semantic domain is compatible

Fig. 9 An overview of the potential development artifacts of an exemplary development of a data transmission system for avionics.
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with FOCUS or can be extended by language composition [50]. By
adhering to the guidelines for DSLs [51], the adequacy for the
application domain can be further increased.
As one of the concrete modeling languages implemented by

MontiBelle, MontiBelleML is a profile of SysML v2, the successor
to the de facto standard language of systems engineering, SysML v1.
SysML v1 is widely used, generally known, and understood. Com-
pared to v1, SysML v2 offers many enhancements and improve-
ments, thanks to a textual representation with the same graphical
visualization. SysML v1will no longer be developed.§§ Accordingly,
we selected SysML v2 as a future-proof modeling language basis.
The suitability of MontiBelleML was further demonstrated in the
case study, in which HLRs, architecture, and LLRs were modeled.

E. Further Quality Features

The aforementioned set of indicators presented here is not exhaus-
tive. Different domains may require specific quality indicators. In
the area of avionics, we consider the following two indicators to be
particularly relevant due to the pronounced safety requirements of the
domain.

1. Verifiability

The approach requires a certain degree of formalization of the
models, as described in the corresponding paragraph in Sec. V.D.
This ensures verifiability, as machine support is possible. Specifi-
cally, the model-driven approach maps the model to its FOCUS seman-
tics via a language-agnostic intermediate model. For this purpose,
definitions and theorems are coded in Isabelle and linked to the core
definitions of FOCUS. These core definitions of FOCUS were also coded
in the theorem prover. This allows for reasoning to be performed on
the semantics of the models to handle underspecification and arbi-
trary runtimes.
The model-driven approach not only achieves verifiability, but

also improves it through its development methodology. The use of
hierarchies in modeling not only decomposes system requirements
(which increases reusability), but also the obligations to provide
evidence. This leads to smaller and therefore more automatable proof
obligations. The verification of the overall system is ensured by the
compositionality of the refinement in FOCUS by design and can be
checked automatically.

2. Transformability

Themodel-driven approach achievesmodel transformability in the
following way: First, any data flow and structure modeling language
is mapped to a semantically sound foundation. Here, this is achieved
by using the SysML v2 profile MontiBelleML. This profile ensures
that allmodels that correspond to the profile are transformable, that is,
semantically sound. The transformability then allows for the auto-
mated and therefore less error-prone translation of the models into a
theorem prover, as explained in the preceding paragraph on verifi-
ability of Sec. V.E. The use of the textual representation of SysML v2
also ensures that this transformability holds for all models of the
SysML v2 language and is independent of a vendor-specific data
structure of the models.

VI. Discussion

Although it can be argued that the presented model-driven approach
improves many of the quality indicators, it must be conceded that the
main contributions are focused on eight indicators: correctness, consis-
tency, traceability, precision, verifiability, transformability, modulariza-
tion, and adequacy for the application domain. Some more indicators
are beneficially addressed as a result. These indicators are the degree of
formalization, semantic adequacy, conceptual integrity, uniformity, con-
formity, upward completeness, controlled redundancy, and universality.
Representation is not influenced by the MontiBelle, but instead

by the chosen modeling language and the associated editor. As

MontiBelle is, in general, language agnostic in its core, improving
this indicator is left to language designers and tool vendors.
Simplicity is also not at the core ofMontiBelle, but is dependent on

the domain. Given the highly complex and safety-critical domain of
avionics, models are required to be more formal and may appear less
simple. It is important, however, to remind oneself of the definition
of simplicity, which defines it w.r.t. the additional complexity com-
pared to the required amount due to the problem at hand. This means
that seemingly more complex models in an equally complex domain
might be simple as a result of this definition. Although the presented
approach itself cannot improve simplicity, its ability to modularize
and reuse could be leveraged by creating a verified model library.
This model library carries additional verification artifacts for the
included models. Reuse of avionics-specific building blocks could
then simplify existing models.
Language-specific, semantic quality requirements, both internal and

horizontal, are hard to quantify absolutely. This is because they largely
depend on the capabilities of the modeling language and domain-
specific requirements. As MontiBelle is language agnostic at its core,
there is no objective case to be made. The presented approach could,
however, adapt to domain specificities and languages in the future,
precisely because of its language agnosticity.
Consistency and conceptual integrity are another topic highly

related to underlyingmodeling languages, domain-specific concepts,
and potentially a library or reusable partial solutions. Again, Mon-
tiBelle’s contributions here are currently none, but could be increased
through the creation of a verified model-library.
Downward completeness is, contrary to upward completeness, not

specifically addressed by MontiBelle. The presented approach can
formally assure upward completeness as a result of key contributions
in correctness, traceability, and verifiability. However, the presented
approach passively obtains downward completenesswhen an execut-
able model is reached. MontiBelle neither requires nor promotes the
creation of these executablemodels and instead leaves it to the user to
make that decision. To increase downward completeness,MontiBelle
could promote the use of executable models further, for example, by
promoting the use of model-based testing, a technique requiring the
creation of executable models.
Cohesion as a general quality indicator is largely influenced

by modeling language capabilities and domain-specific guidelines.
Modern methodologies such as SPES heavily build on concepts such
as viewpoints, modeling abstraction layers, and tracing between them.
This enables the modeling of tightly related functions at an abstract
level, while distributing technical implementations of those related
functions at a more concrete level, for example, hardware. The latest
release of SysML, SysML v2, brings the necessary capabilities for
modeling these concepts.As such,MontiBelleML iswell-equipped for
future advancements inmodelingmethodologies and could increase its
contributions to cohesion by further developing its own methodology
based on SPES and similar methodologies.
Achieving freedom from redundancies, both horizontal and verti-

cal, is not always compatiblewith compliancew.r.t. specific domains,
especially not in the avionics domain. Products as well as processes
in avionics are required by certification authorities to be redundant
and have failsafes. This is also reflected in the treatment of the DLUF
case study,where subcomponents are redundantly described at differ-
ent abstraction levels to ultimately automatically showcorrectness. In
this regard, the presented approach is always limited by its applica-
tion domain and driven by the goal of automation, ultimately assist-
ing instead of burdening the engineer.
Finally, modifiability is largely outside the scope of the presented

approach. A weak case could be made, where MontiBelle might
even hamper modifiability, as already certified systems might not be
easily modifiable, because of sunk cost fallacy. Formal verification is
inherently costly and hard to automate in the general case. Again, a
verified model library could be beneficial to further decrease costs
and improve automation. This could gain modifiability of models,
ultimately also improving agility.
The taxonomy has been proven useful in a European industrial

collaboration [12], although, according to [10], the completeness and
full coverage of the quality attributes is not assumed.§§https://www.omgsysml.org/news-articles.htm.
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VII. Conclusion

In summary, it can be stated that a model-driven approach with
a formal foundation (FOCUS) has positive effects for the development
of high-qualitymodels, according to severalmodel-quality indicators
listed in Table 1. To this end, the development of a wireless avionics
data link using the presented model-driven approach was examined.
This showed that a formally sound approach can make a significant
contribution to model quality. As mentioned in Sec. I, higher model
quality can also improve product quality. Accordingly, the approach
is a good candidate for systems engineering, as its positive impact on
model-quality attributes (e.g., verifiability) enables the verification
and validation of safety according to EUROCAE ED-216, as shown
in Fig. 2, especially in early development phases. This is particularly
important for the development of mission- and safety-critical avion-
ics systems. To this end, the MontiBelle tool also offers comprehen-
sive automation to support development engineers. Compared to
alternative approaches based on different foundations, the mode-
driven approach leverages the compositionality of FOCUS to reduce
verification complexity, the current version of Systems Modeling
Language (SysML) to allow simple usage by system engineers, and a
methodology based on EUROCAE ED-216 for certification.
Although this article has shown that the presented mode-driven

approach is suitable for increasing model quality and thus product
quality, this section presents future work, which is needed before the
approach could be applied in practice: To further reduce modeling
redundancy, it is conceivable to make further use of the extensive
parameterization options of SysMLv2. In particular, SysMLoffers the
possibility to refer tomodel elements by references instead of repeating
them. The extent towhich building blocks can be reused in the form of
constraints needs to be evaluated. In connection with the preceding
aspect, it is planned to further increase the degree of automation. A
possible next step would be to use the aforementioned references,
making it easier to check the correctness of decomposed systems.
Crucially, references to the sameconstraints could simplify the proof of
equivalence or implication between constraints. As mentioned earlier,
such an approach can further manage or lower redundancy, which
further increases model quality. Additionally, building a library of
standard model elements with associated certification artifacts seems
to be a relevant aspect. MontiBelle benefits from the fact that the
underlying formalism FOCUS already pursues precisely this idea and
was, among other reasons, selected for this reason. The reuse of
development artifacts in an avionics development process could
offer opportunities for more economical development. The integra-
tion of the continuous verification technique presented in this article
into a continuous tool chain in the avionics development processes
could be a step toward this goal and increase efficiency. Finally, it is
planned to evaluate the approach on models of systems in produc-
tive development. This will determine the suitability of the model-
driven approach for very extensive systemmodels and may result in
the need for further adaptations of the presented approach.
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